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Abstract. CPN Tools is a tool for editing, simulating and analysing Coloured Petri
Nets. The GUI is based on advanced interaction techniques, such as toolglasses,
marking menus, and bi-manual interaction. Feedback facilities provide contextual er-
ror messages and indicate dependency relationships between net elements. The tool
features incremental syntax checking and code generation which take place while a
net is being constructed. A fast simulator efficiently handles both untimed and timed
nets. Full and partial state spaces can be generated and analysed, and a standard state
space report contains information such as boundedness properties and liveness prop-
erties. The functionality of the simulation engine and state space facilities are similar
to the corresponding components in Design/CPN, which is a widespread tool for
Coloured Petri Nets.

1 Introduction

CPN Tools is a tool for editing, simulating and analysing untimed and timed, hierarchical
Coloured Petri nets (CPN or CP-nets) [1,2]. CPN Tools is intended to replace Design/CPN
[3], which is a widespread software package for CP-nets. In addition to Design/CPN, CPN
Tools can be compared to other Petri net tools such as ExSpect, GreatSPN, and Renew
which are all described in the Petri Nets Tool Database [4].

Design/CPN was first released in 1989 with support for editing and simulating CP-
nets. Since then a significant amount of time has been invested in developing efficient
and advanced support both for simulation and for generating and analysing full, partial,
and reduced state spaces. While the analysis components of Design/CPN have steadily
improved since 1989, the graphical user interface has remained virtually unchanged.

CPN Tools is the result of a research project, the CPN2000 project [5], at the University
of Aarhus, sponsored by the Danish National Centre for IT Research (CIT), George Mason
University, Hewlett-Packard, Nokia, and Microsoft. The goal of the CPN2000 project was
to take advantage of the developments in human-computer interaction, and to experiment
with these techniques in connection with a complete redesign of the GUI for Design/CPN.
The resulting CPN Tools combines powerful functionalities with a flexible user interface,
containing improved interaction techniques, as well as different types of graphical feedback
which keep the user informed of the status of syntax checks, simulations, etc. All models
that are created in Design/CPN can be converted and then used in CPN Tools; the reverse,
however, is not true.

This paper is organised as follows. Section 2 introduces the new interaction techniques
and components of the GUI. Section 3 describes how to edit CP-nets in CPN Tools. Finally,
Sect. 4 describes the simulation and state space facilities that are provided in CPN Tools.

2 The CPN Tools Interface

The CPN Tools interface requires a keyboard and at least one pointing device. Actually,
the interface supports and encourages the use of two or more pointing devices. For a right-
handed user we recommend using a mouse for the right hand and a trackball for the left



Fig. 1. The CPN Tools interface. The left column is called the index. The top-left and top-right binders
contain sheets with different views of the same page. The bottom binder contains six sheets repre-
sented by tabs. The front sheet, containing the page named Top, shows a number of magnetic guide-
lines for easier alignment of objects. In the bottom-left binder, containing a declaration, a circular
marking menu has been popped up. The small binder on the right-hand side contains two sheets with
tool palettes. The palette in the front (Create) contains tools for creating CP-net objects and guide-
lines. A toolglass is positioned over the sheet in the top-right binder. This toolglass can be used to
edit colours, line styles and line widths.

hand. The mouse is used for tasks that may require precision, while the trackball is used
for tasks that do not require much precision e.g. moving tools. For simplicity we assume
a right-handed user in our description of interaction techniques. We describe how such a
person would typically use the right or left hand, but it should be noticed that all operations
can be done using either hand.

The interface has no menu bars or pull-down menus, and only few scrollbars and dialog
boxes. Instead, it uses a combination of traditional, recent and novel interaction techniques,
which are described below. Figure 1 shows the GUI for CPN Tools.

Workspace management makes it easy to manage the large number of pages that are
typically found in industrial-sized CP-nets. The workspace occupies the whole screen and
contains window-like objects called binders. Binders contain sheets where each sheet is
equivalent to a window in a traditional environment. A sheet provides a view of either a
page from a CP-net, or declarations, or a set of tools. Each sheet has a tab similar to those
found in tabbed dialogs. Clicking the tab brings that sheet to the front of the binder. A
sheet can be dragged to a different binder or to the background to create a new binder
for it. Binders reduce the number of windows on the screen and the time spent organising



them. Binders also help users organise their work by grouping related sheets together and
reducing the time spent looking for hidden windows.

CPN Tools supports multiple views, allowing several sheets to contain different views
of the same page. For example, one sheet can provide a close-up view of a small part of a
page while another sheet can provide a view of the same page at a much smaller scale (see
figure1).

Direct manipulation (i.e. clicking or dragging objects) is used for frequent operations
such as moving objects, panning the content of a view and editing text. When a tool is held
in the right hand, e.g. after having selected it in a palette, direct manipulation actions are
still available via a long click, i.e. pressing the mouse button, waiting for a short delay until
the cursor changes, and then either dragging or releasing the mouse button.

Bi-manual manipulation is a variant of direct manipulation that involves using both
hands for a single task. It is used to resize objects (binders, places, transitions, etc.) and to
zoom the view of a page. The interaction is similar to holding an object with two hands and
stretching or shrinking it. Unlike traditional window management techniques, using two
hands makes it possible to simultaneously resize and move a binder, or pan and zoom the
view of a page. This has been further generalised to allow an arbitrary number of hands, so
two or more users can work together on the same computer.

Marking menus [6] are circular, contextual menus that appear when clicking the right
button of the mouse. Marking menus offer faster selection than traditional linear menus for
two reasons. First, it is easier for the human hand to move the cursor in a given direction
than to reach for a target at a given distance, as in a traditional linear menu. Second, the
menu does not appear when the selection gesture is executed quickly, which supports a
smooth transition between novice and expert use. Kurtenbach and Buxton [6] have shown
that selection times can be more than three times faster than with traditional menus.

Keyboard input is mainly to edit text. Some navigation commands are available at the
keyboard to make it easier to edit several inscriptions in sequence without having to move
the hands to the pointing devices. Keyboard modifiers and shortcuts are not necessary since
most of the interaction is carried out with the two hands on the pointing devices.

Palettes contain tools represented by buttons. Clicking a tool with the mouse activates
this tool, i.e. the user conceptually holds the tool in the hand. Clicking on an object with the
tool in hand applies the tool to that object. Palettes can be moved with either hand, making
it easy to bring the tools close to the objects being manipulated, and saving the time spent
moving the cursor to a traditional menubar or toolbar. In many current interfaces, after a
tool is used (especially a creation tool), the system automatically activates a “select” tool.
This supports a frequent pattern of use in which the user wants to move an object immedi-
ately after it has been created but causes problems when the user wants to create additional
objects of the same type. CPN Tools avoids this automatic changing of the current tool by
ensuring that the user can always move an object, even when a tool is active, with a long
click of the mouse. This mimics the situation in which one holds a physical pen in the hand
while moving an object out of the way in order to write.

Toolglasses [7] like palettes, contain a set of tools represented by buttons, and are
moved with the left hand, but unlike palettes, they are semi-transparent. A tool is applied to
an object with a click-through action: The tool is positioned over the object of interest and
the user clicks through the tool onto the object. The toolglass disappears when the tool re-
quires a drag interaction, e.g. when creating an arc. This prevents the toolglass from getting
in the way and makes it easier to pan the page with the left hand when the target position is
not visible. This is a case where the two hands operate simultaneously but independently.

The index is positioned in the left side of the workspace and contains lists of all the
available tools and net elements in CPN Tools (see figure 1). It is similar to, e.g., a tree
view of files in Windows Explorer, and the entries can be opened and closed in the same
way. in From the index, the user can drag tool palettes, CP-net pages, or declarations onto
the workspace. It is also possible to edit declarations and file names for the loaded nets
directly in the index. The index provides a feedback mechanism for locating CP-net objects



connected to a particular declaration: if the cursor is held over a declaration, a blue halo or
underline appears on all declarations, pages, and binders containing that declaration. This
makes it easier to, e.g., make changes to a colour set and ensure that the changes are made
on all objects using this colour set.

Magnetic guidelines are used to align objects and keep them aligned. Moving an object
near a guideline causes the object to snap to it. Objects can be removed from a guideline
by dragging them away from it. Moving a guideline moves all the objects attached to it,
maintaining their alignment.

Preliminary results from our user studies make it clear that none of the above techniques
is always better or worse. Rather, each emphasises a different, but common pattern of use.
Marking menus work well when applying multiple commands to a single object. Palettes
work well when applying the same command to different objects. Toolglasses work well
when the work is driven by the structure of the diagram, such as working around a cycle in
a CP-net.

3 Editing CP-nets

Editing CP-nets in CPN Tools is easy, fast, and flexible since there is often more than one
way to perform a particular task. For example, places can be created using marking menus,
palettes and toolglasses. While a net is being edited, CPN Tools assists the user in a number
of different ways, e.g. by providing a variety of graphical feedback regarding the syntax of
the net and the status of the tool, or by automatically aligning objects in some situations.
The syntax of a net is checked and simulation code for the net is automatically generated
while the net is being constructed. This section describes how CP-nets can be created and
edited in CPN Tools.

3.1 Tools for Editing CP-nets

Most of the tools described here can be found both in the palettes and toolglasses that can
be dragged out from the Tool box entry of the index (see figure 1) and in marking menus.

Create tools are used to create CP-net elements, i.e. places, transitions, and arcs. All
net elements can be created using palettes, toolglasses and marking menus. Net elements
can be positioned freely within a sheet, or they can be snapped to magnetic guidelines. CPN
Tools assists users by automatically aligning objects in some situations, even if guidelines
are not used. For example, if a place is connected to a transition, and the place is moved so
that it is sufficiently close to being vertically aligned with the transition, then CPN Tools
will snap the place to be perfectly vertically aligned with the transition.

Adding inscriptions to net elements is done by clicking on a net element. This will
select a default inscription, e.g. the name of a place or the inscription for an arc, and the
selected inscription can then be added, edited or removed through the keyboard. It is not
necessary to use the mouse when editing the inscriptions for one particular object, since
the TAB key can be used to move from one inscription to another for the object in question.
Furthermore, CPN Tools assists in positioning inscriptions. All inscriptions have a default
position, e.g. colour sets are positioned near the lower right-hand side of a place. A number
of snap points around objects can be used to position inscriptions in alternative standard
positions, and an inscription can also be positioned freely within a sheet. The alignment of
an inscription is maintained when the text of the inscription is changed.

In CPN Tools it is possible to clone, i.e. copy, almost any type of object, and then to
create new objects that are identical to the original object. Cloning an object clones all of
the relevant information such as size, textual inscriptions, line colour and line width. This
makes it very easy, for example, to create a number of places that have the same shape,
line colour, and colour set inscription, or to add the same arc inscription to a number of



different arcs. After an object has been cloned using a marking menu, the right hand holds
a tool that can be used to create new objects. The cursor for the right hand indicates which
object was cloned. Figure 2 shows a place (on the left) and the cursor (on the right) that
was obtained after cloning the place .

Fig. 2. Cursor indicating which object has just been cloned.

Style tools can be used to change the style of any net element. Each kind of net element
has a default style which determines the size, line and fill colour, line width, and line style
(solid, dashed, etc.) of newly created elements. Applying a style tool, e.g. a colour or a
certain line width, to a guideline will apply it to all of the objects on the guideline.

View tools are used to define groups and to zoom in and out on a page. An arbitrary
number of groups can be defined for each CP-net. Currently, each group may only contain
objects from one page in a net. A group can, however, consist of different kinds of objects,
such as places, arc inscriptions, and auxiliary nodes. Objects can be added and removed
from groups via a marking menu, a tool palette or a toolglass. Creating a new object in a
group adds the object to the group, as well as adding it to the appropriate page in the CP-
net. If a tool, such as a style tool or a fusion set tool, is applied to a group member while in
group-mode, then the tool is automatically applied to all (relevant) members in the group.
The View palette also contains tools for zooming in and out on a page. These tools can be
used as an alternative to the two-handed resizing technique that is described in Sect. 2.

Hierarchy tools are used to create hierarchical CP-nets. Tools exist for assigning an
existing page as a subpage to a substitution transition, for turning a transition into a substi-
tution transition and automatically creating a new page with interface places, for assigning
port types to places, and for creating fusion sets. These tools support both top-down and
bottom-up approaches to modelling. Marking menus can be used to navigate between su-
perpages and subpages. When navigating from one page to another, the destination page
is either brought to the front of a binder, if the page is already in a sheet, otherwise the
page is opened in a sheet and is added to the current binder. Figure 3 shows an example of
navigating from a superpage to a subpage.

3.2 Syntax Check and Code Generation

A common trait for many simulation tools is that the syntax of a model must be checked
and additional code must be generated before a simulation of the model can be executed. In
Design/CPN, users invoke syntax checks explicitly, either through a command in a menu
or through a switch to the simulation mode. In response to requests from users, this explicit
syntax check has been eliminated, and CPN Tools instead features a syntax check that au-
tomatically runs in the background. Moreover, when changes are made in a net, the syntax
check will check only the parts of the net that are affected by the change. For example,
when a declaration is changed, the syntax checker does not recheck all declarations, rather
it will recheck only the declarations and the net inscriptions that depend on the declaration



(a) Bring up marking menu on Sender subpage
label. Receiver page is in front.

(b) Selecting Show SubPage brings the Sender
page to front.

Fig. 3. Navigating through marking menus.

that has been modified. This allows the user to do small cycles of editing and simulation
without having to wait for the syntax check to ”catch up”. Immediately after a net has been
loaded and while a net is being edited, CPN Tools automatically checks to see if the net is
syntactically correct, e.g. if all inscriptions are of the right type and all ports and sockets are
connected properly. The main drawback to continually running the syntax check and code
generation in the background is that interaction with the GUI can occasionally be slowed
down, particularly when large portions of a CP-net are being checked.

Syntax check feedback is updated while the syntax check runs, and the user can follow
the progress in the index as well as on the individual sheets. Coloured halos and underlines
indicate whether or not a net element has been checked and if it is syntactically correct.
The colour-coded feedback not only lets the user know that something is happening during
the syntax check, but it also indicates the status and outcome of the syntax check.

When a net has just been loaded, all page entries in the index and all CP-net elements
on sheets are marked with orange to indicate that they have not yet been checked. Yellow
indicates that an object is currently being checked. Elements that are not marked with
halos or underlines have been successfully checked. When the user has finished a part
of a net to a certain degree, i.e. colour sets have been added to places, arcs have been
drawn between places and transitions, inscriptions have been added, etc., these objects are
immediately syntax checked, and the halos disappear if the syntax check was successful.
As the syntax check progresses, simulation information (enabled transitions, tokens, etc.)
appears. Section 4.1 contains more details about simulation feedback.

Error feedback is provided for each object that has syntax errors. Objects with syntax
errors are marked with red, and a speech bubble containing an error message appears with
a description of the error, as shown in figure 4. Most of these error messages come directly
from the simulation engine, which is implemented in Standard ML [8]. If the error is on
an arc, the transition connected to it is also marked with red, since a transition is incorrect
when at least one of its arcs is incorrect. The sheet tab and page entry in the index are also
marked with red, making it easier for users to find all errors in a net. When the error is
corrected, all red feedback and error messages disappear.

Code generation is connected to the syntax check. When portions of a net are found
to be syntactically correct, the necessary simulation code is automatically generated incre-
mentally. This saves time and eliminates the need for having two distinct modes for editing
and simulating CP-nets. As a result, it is possible to simulate part of a CP-net even though
other parts of the CP-net may have syntax errors or may be incomplete.

3.3 Additional Tools

Net tools are used to open, save and print CP-nets. In contrast to Design/CPN, multiple CP-
nets can be opened, edited and simulated at the same time. Individual pages from CP-nets



Fig. 4. Error feedback includes coloured halos and speech bubbles with error messages.

can be saved as Encapsulated Postscript (EPS) files using the Print tool. Figure 5 shows an
example of a page that was saved as an EPS file. Pages can be saved in either black and
white or colour, and either with or without current marking information.
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Fig. 5. CP-net that had been saved in EPS format.

History provides an overview of many of the operations that are executed during the
construction of a CP-net. Typical operations that are shown in the History include: open
and close operations for nets, sheets, and binders; create and delete operations for pages,
net elements, and inscriptions; and style-change operations. Furthermore, undo and redo
tools can be applied to all of the operations that are shown in the History. Some operation,
such as movement of objects, are currently not saved within the History.

Help provides access to a number of web pages that are related to CPN Tools. This
includes links to: the web-based user manual, the homepage for CPN Tools, and a web
page for reporting bugs.

4 Analysing CP-nets

CPN Tools currently supports two types of analysis for CP-nets: simulation and state space
analysis. This section presents the Simulation tools and the Statespace tools that can be
found under the Tool box entry in the index of CPN Tools.



4.1 Simulation

Simulations are controlled using the Simulation tools. As in many other simulation software
packages, the icons for the simulation tools resemble buttons from a VCR (see figure 6).
The rewind tool returns a CP-net to its initial marking. The single-step tool causes one en-
abled transition to occur. Applying this tool to different areas in the workspace has different
results: on an enabled transition it causes that particular transition to occur, while on a page
it will cause a random, enabled transition on that particular page to occur. The play tool
will execute a user-defined number of steps, and the simulation graphics will be updated
after each step. The fast-forward tool will also execute a user-defined number of steps, but
the simulation graphics will not be updated until after the last step has been executed.

Simulation feedback is updated during the syntax check and during simulations. Fig-
ure 6 shows typical simulation feedback. Green circles indicate how many tokens are cur-
rently on each place, and current markings appear in green text boxes next to the places.
Green halos are used to indicate enabled transitions. Pages containing enabled transitions
are underlined with green in the index, and their page tabs are also underlined with green.

Fig. 6. Simulation tools have VCR-like icons. Simulation feedback includes current marking infor-
mation and halos around enabled transitions. The Send Packet transition is enabled here.

As a simulation progresses, the simulation feedback changes with each step (if the single-
step tool or the play tool are used), and the user can follow the simulation both in the index
(through the green underlines) and on the individual pages. The green underlines in the
tabs make it easy to see which pages currently have enabled transitions, without stealing
the focus.

4.2 State Space Analysis

CPN Tools also contains facilities for generating and analysing full and partial state spaces
for CP-nets. To facilitate the implementation of the state space facilities, we have added



a few syntactical constraints which are important for state space generation and analysis
but which are unimportant for simulation. For example, a state space cannot be generated
unless all places and transitions in a page have unique names, and all arcs have inscriptions.
The syntax checker will locate violations of these constraints, and graphical feedback will
assist a user in locating potential problems. CP-nets that do not meet all of the constraints
can still be simulated without problems.

(a) State space tools.

Statistics
----------------------
Occurrence Graph

Nodes: 54
Arcs: 1183
Secs: 0
Status: Partial

Scc Graph
Nodes: 43
Arcs: 1128
Secs: 0

(b) Statistics from state space report.

Fig. 7. State space tools from the index and a state space report.

State space tools from the index are shown in figure 7(a). The EnterStateSpace tool
is used first to generate net-specific code necessary for generating a state space, i.e. the
state space code is not generated incrementally as the simulation code is. The CalcSS tool
is the tool that generates the state space, while the CalcSCC tool calculates the strongly
connected component graph of the state space. The user can set a number of options which
will determine how much of a state space should be generated. For example, it is possible
to stop generating a state space after a certain number of states have been generated or after
a certain amount of time has passed. Options are changed by editing text in the index.

Two tools exist for switching between the simulator and a state space. The SStoSim tool
will take a user-specified state (all states in the state space are numbered) from the state
space and “move” it to the simulator. This makes it possible to inspect the marking of the
CP-net and to see the enabled transitions. It is also possible to simulate the model starting
at the state that was moved from the state space. Similarly, the SimtoSS tool will “move”
the current state of the CP-net in the simulator to the state space. Once a (partial) state
space has been generated, it is possible to seamlessly and instantaneously switch between
the state space and the simulator. In figure 7(a), the SStoSim tool is configured to move
state 5 to the simulator. A user can easily edit the text of the state number in order to select
another state.

Standard state space reports can be generated automatically and saved using the SaveRe-
port tool. Such reports contain information about one or more of the following: statistics
about the generation of the state space, boundedness properties, home properties, liveness
properties and fairness properties. Figure 7(b) shows a state space report containing only
statistics regarding the generation of the state space.

Querying facilities are also available. The state space facilities of CPN Tools are very
similar to the facilities in the Design/CPN Occurrence Graph Tool [9] (OG Tool). This
means that the standard queries that are described in the user manual for the OG Tool are
also available in CPN Tools. However, currently there is no advanced interface that can be
used to access these facilities. The method for accessing these queries is shown in figure 8.
A query can be written using the Auxiliary text tool from the Auxiliary tools. The query is
then evaluated by applying the ML Evaluate tool from the Simulation tools to the auxiliary
text. The result of evaluating the query will be shown in a speech bubble. Currently, there
is no support for drawing state spaces or parts of state spaces.



Fig. 8. Evaluating state space queries.

5 Conclusion and Future Work

CPN Tools combine advanced interaction techniques into a consistent interface for editing,
simulating, and analysing Coloured Petri Nets. These interaction techniques have proven to
be very efficient when working with Coloured Petri Nets. CPN Tools requires an OpenGL
graphics accelerator and a PC running Windows 2000 or Windows XP. Furthermore, it
is recommended that the CPU is at least a Pentium II, 400 MHz (or equivalent) and that
there is at least 256 MB RAM. Future versions are expected to run on all major platforms
including, Windows, Unix/Linux and MacOS. Additional information about CPN Tools,
can be found at http://www.daimi.au.dk/CPNTools/.

CPN Tools does not currently provide all of the functionality that is available for De-
sign/CPN. Future work will, however, extend the functionality of CPN Tools in several
different ways. Facilities for collecting data, running multiple simulations, and calculating
statistics are currently being integrated into CPN Tools, and these facilities are expected to
be available by the end of 2003. Additional animation facilities, such as message sequence
charts and domain-specific animation, are also being developed. However, these facilities
will probably not be available before 2004. Additional plans include the design and imple-
mentation of a totally new generation of state space facilities.
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